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Abstract—Inner source is an approach to collaboration across intra-organizational boundaries for the creation of shared reusable assets. Prior project reports on inner source suggest improved code reuse and better knowledge sharing. Using a multiple-case case study research approach, we analyze the problems that three major software development organizations were facing in their platform-based product engineering efforts. We find that a root cause, the separation of product units as profit centers from a platform organization as a cost center, leads to delayed deliveries, increased defect rates, and redundant software components. All three organizations assume that inner source can help solve these problems. The article analyzes the expectations that these companies were having towards inner source and the problems they were experiencing or expecting in its adoption. Finally, the article presents our conclusions on how these organizations should adapt their existing engineering efforts.
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1. INTRODUCTION

Inner source software development is the application of open source best practices to firm-internal software development [22]. Thus, inner source is an approach to collaboration based on the open collaboration principles of egalitarian, meritocratic, and self-organizing work [47]. Egalitarian work means that software developers are free to contribute to projects that they have not been officially assigned to, meritocratic work means that decisions are made based on the merits of an argument and not based on the status of the involved people, and self-organizing work means that developers adjust their collaboration process to the needs at hand rather than strictly following a predefined process [38].

In inner source, no open source software is being developed, but open source practices are being adopted for internal software development processes. This article focuses on software development within companies across intra-organizational boundaries, most notably profit center boundaries, that would otherwise hinder such collaboration. In a nutshell, inner source is supposed to enable collaboration across development silos.

Dinkelacker et al. [22] of Hewlett Packard suggest improved quality, shared problem solutions, and more readily allocatable developer resources as a result of applying inner source. Gurbani et al. [27] [28] suggest that the contributions of many improve quality and that the free availability of a software component within the company reduces collaboration friction. Vitharana et al. [54] of IBM suggest improved reuse through inner source. Our experience is that inner source can improve access to resources, software quality and development speed, among other things [38].

Over the last five years, we have helped several software development organizations understand and adopt inner source. Most found it difficult to apply the lessons described in the aforementioned articles to their situation. What seemed to work on paper, did not work in practice.

This article presents multiple-case case study research on the situation of three major software development organizations which were trying to apply inner source to platform-based product engineering. A platform is a set of shared reusable assets, including but not limited to software libraries, components, and frameworks [36]. We define platform-based product engineering to be the engineering of software products utilizing a share common platform. Product line engineering [16] is a special but important case of platform-based product engineering.

We find that the three case study companies expect inner source to help them overcome problems with lack of resources, lack of pertinent skills, and unclear requirements, among others, in the context of platform-based product engineering. Yet they had problems putting inner source into practice.

This article answers the following research questions:

- RQ1: What are current problems in platform-based product engineering?
- RQ2: What benefits do organizations expect from adopting inner source?
- RQ3: What are experienced or expected problems in adopting inner source?

The research method employed is multiple-case case study research [59] [23] [17] [10]. Data gathering was performed using workshops, formal interviews, and materials review. The process was incremental with learnings being provided back to the case study participants to receive validating feedback as to the theories being built.

The contributions of this paper are the following:
• It presents three non-trivial case studies of platform-based product engineering.
• It provides three theories, each answering to one of the research questions, specifically:
  ○ a theory of key problems companies face in platform-based product engineering,
  ○ a theory of expected benefits of applying inner source to product engineering, and
  ○ a theory of experienced or expected problems of adopting inner source.

Similar to open source, which evolved from a volunteer-based (“free-for-all”) development process to a foundation-based (“managed”) software development process [39] [12], we find that for the studied organizations, inner source can and should move to a governed process beyond the definition given in the beginning of this section.

The paper is structured as follows. Section 2 provides a review of inner source as well as platform-based product engineering. Section 3 describes our research set-up, methods employed, and data sources. Section 4 presents the research results as a set of theories addressing the research questions. Section 5 discusses our findings and summarizes our proposed solution. Section 6 discusses the limitations of this work, and Section 7 provides an outlook on future work and some concluding remarks.

2. RELATED WORK

The term inner source was coined by Dinkelacker et al. [22] in 2002. A slow stream of case studies and examples has been reported about since then [27] [54] [38] [28] [24] [46] [50] [52]. Product line engineering [36] [16] is an active area of research and development that has yet to be integrated with inner source development.

2.1 Inner Source Software Development

Dinkelacker et al. [22] describe Hewlett Packard’s (HP) progressive open source strategy for using open source practices and methods. Progressive open source presents three different models of increasing openness: Inner source (within company), controlled source (with selected external partners) and open source (with the world). An inner source project establishes a project community accessible to anyone within the company. Melian and Mähring [34] report how an inner source project can evolve into a controlled source project where the project community includes selected other companies. Finally, a controlled source project can evolve into an open source project. Weiss also discusses collaboration between companies [55]. We use the terms inner source, partner source, and open source, respectively, to denote increasing degrees of openness in collaboration with partners.

Different researchers have used different terms to describe inner source and related phenomena. Other terms are hybrid open source [44], corporate open source [28], and firm-internal open source [38]. The term inner source has prevailed and most publications including the most recent ones are using it [53] [32] [47].

Most work defines inner source similar to [22] as the use of open source practices within the boundaries of one company. Van der Linden [50] does not differentiate among different scopes (as Dinkelacker et al. do with progressive open source) and also labels open source methods within consortia as inner source. He highlights using open source software engineering tools for collaborative and distributed development as an important characteristic of inner source software development.

The given definitions are broad and not precise. Stol et al. [50] note that due to these imprecisions inner source should be defined as “a development philosophy oriented around the open collaboration principles of egalitarianism, meritocracy, and self-organization” rather than a well-defined methodology.

Multiple organizations have tried to apply an inner source approach to aspects of their software development efforts. Motivation and actual benefits reported include higher software quality, independence of organizational units to each other, a generally more economical development, better knowledge, information and asset transfer as well as an enhanced utilization of available developer resources. Inner source helps to focus on company-wide success instead of local optimizations. Gaughan et al. [24] provide a list of motivations for inner source as well as a list of six benefits they observed.

Inner source adoption—the transition from an established development method to inner source—is not trivial. A lack of a company-wide perspective, misalignment with corporate culture, problems in dealing with a massive existing code portfolio, and resentments of middle management were reported [47].

Stol et al. [46] describe that inner source adoption cannot possibly be supported by experiences or models from the open source world. They describe how, for example, Raymond’s [37] preconditions for bazaar style software development do not necessarily apply to inner source. Sharma et al. [44] and Stol et al. [47] present models of inner source adoption.

At the time of Dinkelacker et al.’s publication, Sharma et al. developed a framework for the adoption of open source practices within organizations. They refer to the phenomenon as hybrid open source software communities. The framework describes multiple activities for community building, community governance and community infrastructure. For building a community, Sharma et al. suggest to establish electronic communication, an informal network among employees, a free flow of information as well as tailored community practices.

Also, Stol et al. present a framework of inner source adoption consisting of nine key adoption factors classified by the themes organization and community, practices and tools, and software product. While Sharma et al.’s framework is broader and more general, Stol et al.’s adoption factors are more specific and suggest actions like a standardized tool chain or a modular software design for inner source components.

Neither Stol et al. nor Sharma et al. explicitly consider the specifics of using inner source for platform-based product engineering, even though one of Stol et al.’s examples is about a product line engineering situation. Schultis et al. [42] studied collaboration in firm-internal software ecosystems using the example of two product lines at Siemens. They conclude that opening platform code can benefit collaboration but is more difficult to manage with increasing decoupling of organizational units. They do not present dimensions of openness.
Van der Linden [50] describes the use of inner source within the context of Philips’ product line engineering. He observed an enhanced involvement of application engineers with domain engineering, which resulted in eased transfer of common application assets to the general platform. This finally lead to a reduced time to market. Also, Stol et al. [46] performed a case study of inner source in the context of product line engineering at a non-disclosed organization and inferred a model of adoption challenges. Both, van der Linden and Stol et al. do not discuss specifics of the product-line engineering context to the extent that this paper does.

Van der Linden [50] describes the use of inner source within the context of Philip’s product line engineering. He observed an enhanced involvement of application engineers with domain engineering, which resulted in eased transfer of common application assets to the general platform. This finally lead to a reduced time to market.

2.2 Platform-based Product Engineering

In our research, we investigate inner source as applied to platform-based product engineering. Most inner source reports discuss one-off projects where only one inner source component was being developed. In contrast, our work is about a group of products (case 1), a product family (case 2), and a product line (case 3) [6] [36], all three on top of a single shared platform that offers a large number of shared reusable assets.

The distinctions between product group, product family, and product line can be blurry. We define product group to be a set of products built on top of a shared platform, but with little else in common. A product family is a set of products with “a shared architecture on top of a shared platform” [57]. To the product family definition we add that the products in the family each focus on different business features and domains. While the terms product group and product family are in general use, most research on platform-based product engineering is being undertaken in the context of product line engineering, making these terms synonymous for some.

A product line, according to Clements and Northrop is “a set of software-intensive systems sharing a common, managed set of features that satisfy the specific needs of a particular market segment or mission and that are developed from a common set of core assets in a prescribed way” [16]. This definition focuses on the artifacts. In addition, Schwanninger et al. state: “[…] the term ‘software product line engineering’ denotes a collection of engineering techniques and practices that supports the efficient development of such software-intensive systems (or ‘products’)” [43]. This second definition focuses more on the processes rather than the artifacts and is more in line with the work presented in this article.

A significant part of research into product line engineering is about tools and methods for managing product variability, for example, [41] [45] [19] [3] [49]. In contrast, we focus on the processes leading to the specification, development, and use of shared components.

In the established terminology of product line engineering, the domain engineering process governs the identification, definition, creation, and evolution of reusable assets, typically made available to applications as part of a platform the applications or products build on. The application engineering process then governs the selection, configuration, adaptation and eventual use of a reusable platform asset in the context of an application [36] [16].

The relationship between inner source and product line engineering has been recognized by industry. Most notably, van der Linden presented a tutorial at the 13th International Conference on Product Line Engineering about using inner source in product line engineering [51]. Like [50], this is a practitioner report. No research is known to us that specifically combines inner source with platform-based product engineering in general and software product line engineering in particular.

3. RESEARCH SET-UP

We take a multiple-case case-study-research approach. As an exploratory research method, case study research is a natural choice for dealing with not well-understood phenomena for which no established theories exist. The cases were chosen because they share key properties that answer our research questions, but otherwise are independent and distinct from each other. All case study products and platforms are mature and have established platform engineering practices in place. This allows us to draw cross-case conclusions and strengthen the breadth of our theory [10]. We follow Yin in setting up our multiple-case study research [59].

3.1 Research Questions

We want to understand how software development organizations can improve their productivity using inner source. In this article, we answer the following three research questions:

- **RQ1**: What are current problems in platform-based product engineering?
- **RQ2**: What benefits do organizations expect from adopting inner source?
- **RQ3**: What are experienced or expected problems in adopting inner source?

We choose a multiple-case case-study-research design. In this design, we study three independent cases, but the three cases all share a set of key properties that makes them comparable to draw cross-case conclusions.

3.2 Case Study Set-up

The three cases stem from three independent, large and diversified, internationally operating companies with significant software development efforts.

- **Company 1** (case 1) provides multiple business software products. The case study is about a product group utilizing a common platform.
- **Company 2** (case 2) provides a broad portfolio of products. The case study is about a health-care product family based on a single platform.
- **Company 3** (case 3) provides a broad portfolio of products. The case study is about a telecommunications carrier software product line.

Thus, we have the case of a group of products (case 1), a product family (case 2), and a product line (case 3). In the following, we use the term product group as a common name for products based on a shared platform, understanding that product families and product lines are more specific than a product.
group. We will focus on the specifics where necessary. All three cases share the situation of platform-based product engineering.

Table 1 shows key properties of the product groups and their owning companies.

The case study product groups, their platforms, and the companies were chosen to avoid unrelated problems of globally distributed software development. The product groups of case 1 and case 3 are all being developed in the same location, and the developer populations are socially and culturally homogeneous. We thought that this also holds true for case 2, until we learned that they are collaborating with a remote party. This information surfaced only after data gathering and when asked about it, our case study partners confirmed that they thought this information was not relevant for the case.

These three platform-based product engineering efforts all have the same organizational set-up, allowing us to draw cross-case conclusions:

- The whole product group including the supporting platform is owned by a single business unit with a single overall business owner responsible for the product group.

- The business unit is broken up into product units, each of which is a profit center of its own. A product unit manages the development of a particular product as sold to a particular market. A profit center is an organizational unit that is expected to directly contribute to the company’s profit. The manager of a product unit has revenue responsibility for it.

- The supporting platform organization, which provides the reusable assets, is a cost center, paid for jointly by the product units. A cost center is an organizational unit that supports other units, but is not expected to contribute to company profits directly.

Thus, we distinguish three main and distinct organizational units of analysis: the overall business unit, the individual product units, and the platform organization.

3.3 Research Process

In each case, we were brought in by a case study sponsor. In case 1 and 2 we gained access to all units of analysis (product group business unit, selected product units, platform organization) as well as individuals from the corresponding organizational units. In case 3 we worked through an internal consulting group that mediated our access to the units of analysis.

In all cases, audio recordings of discussions were not permitted. In case 1 and 2 we went in as two researchers, with one researcher asking questions and the other researcher taking notes. In case 3 only one researcher was permitted, who also took the notes. In total, we conducted 21 semi-structured interviews of at least one hour or longer, see Table 2. In all cases we received additional collateral in the form of product information, internal memos, software documentation, and organizational documentation, see Table 3.

Case 1 was the first case we took on. Taking a theoretical sampling approach, we refined our questions and perspectives in the first set of interviews together with a representative of the
case study sponsor and selected follow-on interviews according. Our key questions and interview guidelines remained stable after the first case and have been applied to case 2 and 3 like they had been applied to case 1. However, interviews of this type of research are exploratory, so we allowed for theoretical sensitivity, and followed discussion paths that had not been foreseen in our interview guidelines. Finally, case 2 already repeated most issues of case 1, but during case 3 we learned little new, so we concluded that we were nearing theoretical saturation and should stop [13] [17].

Our analysis was performed using MaxQDA, a qualitative data analysis tool, which the first two authors used to construct two independent code systems.

A code system is a hierarchy of codes (data annotations), where codes are grouped into concepts and concepts are grouped into more abstract concepts and eventually so-called core categories, all of which can also be codes. In addition to the hierarchical relationship, concepts are linked by memos. The result is a model, or theory, structured from the most abstract (core categories) to the most specific (open codes linked to materials like stakeholder interview statements).

The two independently developed code systems showed a high degree of intercoder agreement [33], documenting a high rigor of our analysis and strengthening our theory’s reliability.

In creating the code system, we followed a qualitative data analysis process of open, axial, and selective coding [13] [17]. We used the constant comparative method to keep the code system integrated [25]. Figure 1 depicts a screenshot of an intermediate state of the coding and analysis process. We used data triangulation, based on the broad array of materials (beyond interviews) made available to us, to increase the expected validity of our theories [26].

The resulting code system is a concept hierarchy, with links between concepts encoded either in the hierarchy or in memos for the codes. The categories, concepts, and their memos and linkage provide the backbone of the resulting theories.

The resulting theories are descriptive in nature. They have been derived using an inductive process and are therefore applicable to their original context, but not necessarily beyond it [17] [13]. This grounding in the data enhances the trustworthiness of the presented theories. Future work is to generate hypotheses and validate the theories by evaluating these hypotheses, that is, to follow up on this theory generation research with theory confirmation research [1] [60]. The quality of the theories is ensured by having followed the methods properly.

4. RESEARCH RESULTS
This section presents a theory of selected problems in platform-based product engineering, the expected benefits of applying inner source to such product engineering, and the experienced or expected adoption problems when doing so.

4.1 Presentation of Research Results
This section presents some of the theoretical results using cause-and-effect diagrams [29]. We found that this type of diagram brings out the theories better than a traditional generic top-down concepts and relationships discussion.

In our diagrams, a rectangle represents a concept. A concept has a name. The numbers in the box indicate the case in which they were mentioned. A category is represented as a gray background rectangle. If a concept is positioned on top of a category, it belongs to that category.

Causes and effects flow from left to the right. An arrow between two concepts links the source to the target as one cause to one effect. An effect can also be a cause to other effects; cause and effect are roles of concepts. Cause and effects can have m:n relationships, and we capture these relationships as an acyclic graph. Cause and effect relationships are transitive. Links derived from other links by transitive concatenation are omitted in our diagrams.

In all three case studies, we were not allowed to make audio recordings. The quotations we provide in the following sections are derived from our notes and therefore summarize or para-

<table>
<thead>
<tr>
<th>Case</th>
<th>Year</th>
<th>No. Interviews</th>
<th>Workshops</th>
<th>Supplemental Materials</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>2012</td>
<td>11</td>
<td>5</td>
<td>Yes</td>
</tr>
<tr>
<td>2</td>
<td>2013</td>
<td>6</td>
<td>None</td>
<td>Yes</td>
</tr>
<tr>
<td>3</td>
<td>2013</td>
<td>4</td>
<td>3</td>
<td>Yes</td>
</tr>
</tbody>
</table>

Table 2. Interview and materials information
phrase what we heard. In addition, we changed the terminology from company-specific terms to generic terminology.

4.2 Problems in Platform-based Product Engineering

Figures 2 and 3 present cause-and-effect diagrams of problems and their effects on the product engineering efforts of our case study companies. Both figures share some of the same causes; they have been split up for readability purposes.

The key result is the following:

A root cause, the separation of product units as profit centers from a platform organization as a cost center, leads to delayed deliveries, increased defect rate, and redundant software components.

We use a terminology where the business unit owns all products and the platform, a product unit develops a particular product, and a platform organization supports the product units in their work by providing reusable assets. The business units in our case studies are all structured into product units as profit centers and the platform organization as a cost center.

For readability purposes, the cause-and-effect chain has been split up into two figures. Figure 2 shows problems with organizational structure, and Figure 3 shows how these problems affect the domain engineering process.

As Figure 2 shows, the problems encountered with the organizational structure are traced back to the “separation of product units as profit centers and platform organization as cost center”, which makes them “silos” in the language of our interview partners, that is, organizational units that do not collaborate sufficiently. Specifically, the “separation of product units as profit centers” leads to

• a “lack of global business unit perspective” where each product unit acts in their own interests irrespective of possibly synergies from collaborating,
• “insufficient trust between product units” where other product units are viewed as threats or competitors rather than possible collaborators,
• “power play between product units” where managers in some or all of the product units are fighting to enforce their interests irrespective of other product unit needs,
• “insufficient developer networking” where developers do not find the time or will to talk with each other across the organizational unit boundaries.

In addition, the separation starves the platform organization for resources. This leads to

• “lack of resources at platform organization”, because profit centers managing their own revenue are always in a stronger position to hire developers than any cost center.

Figures 2 and 3 do not show every cause and effect relationship, and discussing all interactions is beyond a reasonable length for this article. In the following subsections, we therefore focus on the following three central cause-and-effect chains:

1. Lack of resources—Delayed reusable asset realization—Delayed product delivery.
2. Product unit power play—Poorly prioritized requirements—Delayed product delivery.
3. Insufficient collaboration—Limited understanding—Increased defect rate.

We chose these chains because they received the most mentions and interest in our interviews.
4.2.1 Lack of resources
In all three cases, the platform organization had a significantly higher workload than any of the product units, despite the more direct pressure on the product unit to deliver a product.

“All this work overload leads to lower code quality. I just finish up as quickly as I can and then move on.” Developer (platform), case 1.

“The platform often misses delivery deadlines for reusable assets, which keeps product units from delivering their own features in time.” Developer (product unit), case 2.

“We fixed the bug ourselves, using a work-around. We cured the symptom, not the cause, but the platform organization had no time for this bug.” Developer (product unit), case 2.

“The platform organization is completely overloaded by too many reusable asset requirements from product units. Most never get realized.” Mediator, case 3.

The lack of resources of the platform organization has various consequences, including delayed delivery of products and lower quality of the code base.

All the products are mature and bringing in substantial revenues. So why is the platform organization not as well staffed as the product units?

“The cost pressure is not high enough; time-to-market is more important. That is why we [product unit] get new developers more easily.” Developer (product unit), case 1.

“We are moving the platform towards becoming a product of its own so that we can more easily hire developers ourselves.” Manager (platform), case 2.

“Making a case for a new developer to save costs is much harder than making a case for a developer who will bring in more money.” Mediator, case 3.

In all case studies, (product unit) profit centers find it easier to hire new developers than (platform organization) cost centers.

4.2.2 Poorly prioritized requirements
In all three cases, the requirements engineering process for reusable assets suffered from poor prioritization of the requirements.

“A consequence of the power play between product units is that the platform drives the [domain engineering] process and involves product units only very late.” Developer (platform), case 1.

“We [platform organization] don’t know how to prioritize reusable asset requirements, and the product units are no help because each feature is most important.” Manager (platform), case 2.

“Our feature requests often don’t get prioritized highly enough, so we have to implement them ourselves. This leads to inefficient and ugly code.” Developer (product unit), case 2.

Product units were not involved in a sufficiently structured way to help prioritize requirements for reusable assets. This is because product units cannot easily agree on the right priority of a feature and hence leave it to the platform organization to prioritize. The platform organization in turn does not know how to do this well because it is too far away from market requirements:

“We [product unit] often have to change requirements, and the platform does not prioritize these change requests highly enough. Generally speaking, the platform organization does not prioritize well, because it is too far away from the customer.” Architect (product unit), case 2.

While product units believe that the platform organization cannot prioritize well, the stale-mate between different product units to get their requirements prioritized highest has put the platform organization in charge of domain requirements prioritization—even though the product units believe that knowing
4.2.3 Insufficient collaboration

The lack of sufficient collaboration between product units and between product units and the platform organization leads to a limited understanding of what product units need and hence what the reusable asset requirements provided by them actually mean:

“Our silo culture and the lack of collaboration hinders the effectiveness of domain engineering. We seem to never agree on what would be an important reusable asset nor its specific features.” Developer (product unit), case 1.

“Reusable assets often don’t work. They don’t meet our [product unit] requirements.” Manager (product unit), case 1.

“I have too much to do to contribute code [to other projects]. We […] file change requests and that’s it.” Developer (product unit), case 2.


A main consequence of not understanding reusable asset requirements is rework and wasted effort until the product units are satisfied. This implies a higher defect rate than would have been necessary:

“We didn’t understand the reusable asset requirements as communicated by the product units. […] Not much worked when we first delivered the component.” Developer (platform), case 1.

Summarizing, the case study companies felt that their existing engineering processes were not delivering reusable assets of sufficient quality fast enough.

4.3 Expected Benefits of Inner Source

The case study sponsors had read our early work at SAP on inner source (then called “firm internal open source”) [38], which also provided their understanding of inner source. In that definition, we followed the basic pattern of explaining inner source as open-source-style software development within the company. The key idea is that managers and developers from product units work jointly with each other and with managers and developers from the platform organization not only in defining, but also in developing reusable assets.

In this subsection, we present what case study sponsors were expecting to achieve by applying inner source to their platform-based product engineering. In the next subsection we present the reservations they had and the problems they were experiencing or expecting in their inner source adoption efforts.

4.3.1 Overview of Expected Benefits of Applying Inner Source

Table 4 displays the expected benefits as taken from our analysis, and Figure 4 shows their cause-and-effect relationships as derived from the concept linkage.

We separate general benefits that accrue to everyone from the benefits that accrue only to specific units of analysis, be it the overall business unit, the product units, or the platform or...
organization. In addition, we add benefits that accrue to developers because of the high number of mentions.

- **General benefits** expected are improved innovation, collaboration, development efficiency and uniformity of processes. The largest subcategory is higher development efficiency, where improved code reuse and quality were key mentions. Finding and fixing bugs faster was particularly important. It was mentioned that a higher awareness of overall business unit goals was important and could be achieved. Finally, innovation was assumed to speed up.

- From the **business unit perspective**, inner source would get products to market faster. From a **product unit perspective**, product quality would improve, the platform would be easier to work with, and problems would be solved faster because of the product unit’s broader understanding of the involved assets. From the **platform organization’s perspective**, the benefits were complementary: A lower workload was assumed, because product units would be empowered to help themselves and requirements would become clearer and better prioritized.

- **Specific benefits** accruing to software developers were a higher job satisfaction and an improved reputation within the company.

Many of these benefits have already been reported about in the literature, see Section 2. Here, we’ll first focus on the expected benefits as they relate to the platform-based product engineering problems reported in the previous section, and then add selected expected benefits that are of interest to software development in general.

### 4.3.2 Expected Benefits towards Problems in Platform-based Product Engineering

Inner source is expected to address the problem of “lack of resources” in the platform organization:

- “The traditional processes are like a corset; we sometimes have to wait for a year to receive the features we need.” Manager (product unit), case 2.

- “Rather than wait for the platform to add the new feature, we would like to do it ourselves to overcome the resource capacity problem.” Manager (product unit), case 2.

- “Inner source helps allocate existing resources in a more efficient way than existing approaches.” Mediator, case 3.

When discussing the problem of product unit power play and poorly prioritized and defined requirements, interview partners pointed out that inner source gives product units back some power and reintroduces a better understanding of the business value of features:

- “Using inner source, we [product unit] can reclaim more say in feature prioritization, which we had lost to the platform organization.” Manager (product unit), case 2.

- “Inner source helps better determine the business value of requirements and prioritize them right.” Mediator, case 3.

Finally, on the problem of “insufficient collaboration”, inner source brings about more knowledge sharing, which was widely discussed as beneficial by our interview partners:

- “Inner source helps product units gain the necessary knowledge for efficient use of platform components.” Developer (platform), case 1.

- “Inner source helps us better share knowledge to alleviate the effects of people leaving the company.” Owner (business unit), case 1.

- “We would like to broaden the capabilities of our developers beyond their immediate product, and inner source helps us do that.” Manager (product unit), case 2.

### 4.3.3 Expected Benefits towards General Problems of Software Development

Interview partners not only discussed how they expect inner source to help address the problems we identified in the previous section, but also how it helps improve development efficiency in general.

**Inner source is expected to speed up development:**

- “By sharing best practices through inner source collaboration, I expect us to get more effective in using our tools.” Developer (platform), case 1.

- “Through inner source we’ll get to know more developers which will help us fix problems faster in the future.” Manager (product unit), case 2.

- “Inner source improves time-to-market.” Mediator, case 3.

Also, inner source is expected to improve code quality:

- “Inner source leads to more uniformity and reduction of complexity [...]” Developer (platform), case 1.

- “I expect a shared code base to be of higher quality.” Developer (product unit), case 2.

- “Inner source should help unify the quality assurance processes.” Manager (product unit), case 2.

- “Inner source encourages product units to find and fix defects in platform code.” Mediator, case 3.

Finally, inner source is expected to improve code reuse:

- “Inner source [between product units] will make it easier to reduce redundant code, move components into the platform where they belong.” Developer (product unit), case 2.

- “We expect to see more code reuse.” Mediator, case 3.

The general assumption is that inner source gets people to collaborate more across organizational unit boundaries and that this leads to better knowledge sharing and broader understanding of one’s own and other people’s work.

Our interview partners expect that, due to these changes, requirements are communicated more clearly, prioritized better, and understood more easily. Development efficiency improves because people understand the implications of their work better and can draw on broader support going about their work.

Several interview partners suggested that a well-organized inner source process would be a superior domain engineering process when compared with the traditional cross-functional teams that typically were responsible for new reusable asset definition and implementation.
More generally, interview partners suggested that inner source improves innovation processes:

“Inner source lets product units participate more in prioritizing and realizing platform requirements; this added flexibility creates more innovation.” Architect (product unit), case 1.

“Most innovations take place outside the platform unit; using inner source we can more easily transfer them to the platform.” Developer (product unit), case 2.

“Inner source takes the platform closer to the customer, makes it more relevant.” Architect (platform), case 2.

Finally, inner source is expected to motivate developers and help them build a reputation.

“I expect developers to be more satisfied about their job.” Owner (business unit), case 1.

“Inner source developers will see an increase of their internal ‘market value’.” Owner (business unit), case 1.

“Opening up assets and processes will increase the respect for platform development.” Manager (platform), case 2.

Such added motivation and visibility was considered to be beneficial to the company as well.

### 4.4 Experienced or Expected Problems with Inner Source

While the interview partners from our case study companies expected that the benefits described in the previous subsection could be achieved, they also had questions as to how this could be done best.

All three case companies had already taken steps towards adopting inner source following the generic model laid out in the literature without any concern for the specifics of platform-based product engineering. While company 1 was still planning its pilot, companies 2 and 3 were already actively pursuing inner source.

In this subsection we present the problems they were either already experiencing or still expecting.

Table 5 shows the relevant part of our code system. The main categories are

- “problems with developers” (both product unit and platform organization)
- “problems with product unit managers” (only product unit, not platform).

Where it says “problems with [...]” in Table 5, the problems had already materialized. Where it says “expected problems with [...]”, interview partners were only expecting these problems but had no actual experiences to back these up.

There were no concerns specifically attributed to engineering managers from the platform organization. It was assumed that they stood the most to benefit since they were complaining about the lack of resources the most.

General concerns ranged from worries about “degradation of code base due to uncontrolled contributions” to “general resistance to change”. These worries are either easy to mitigate (at least on a rational level: Why would anyone allow for uncontrolled contributions?) or out of scope for this research (general resistance to change). In the following, we focus on the specific
problems experienced or expected by the key involved people, developers in general and product unit managers in particular.

Two main subcategories emerged for both developers and product unit managers: Lack of engagement due to

- “boundary conditions not being right” and
- “active psychological resistance”.

4.4.1 Problems with Developers
For developers, the worry was that they were generally too overloaded to contribute or wouldn’t know how to do it or would find the software too complex to make a contribution. Some of these problems can be remedied short-term by education (how to contribute) while others will remain long-term research topics (reducing software complexity). They are either manageable or out of scope from an inner source perspective.

In scope is the active psychological resistance that some developers and product unit managers showed or were expected to show. For developers, it boiled down to two subcategories:

- Dislike of performing quasi-public work and
- fear of follow-on and maintenance work.

4.4.1.1 Dislike of performing quasi-public work
With assets being more open and work being more transparent, a developer can build a reputation as well as lose one. Work is out in the open, and mistakes are more visible than before. Achievements are more clearly attributable to individual developers.

“Many developers don’t like to touch other people’s code because they fear making mistakes.” Manager (platform), case 1.

“Inner source leads to mistakes, and developers fear mistakes because they lead to reputation loss among colleagues.” Manager (platform), case 1.

“Some developers feel intimidated by inner source [development] and do not contribute because they feel they do not know how to do it.” Mediator, case 3.

Quasi-public work, however, is a two-edged sword: What worries some developers inspires others (see “reputation gain” under benefits in the previous subsection).

4.4.1.2 Fear of follow-on and maintenance work
With perceived or real workloads already high in all case study companies, anything that suggested more work seemed problematic:

“Developers will show passive resistance because they fear inner source will add more work.” Manager (platform), case 1.

“Even if a developer has a good idea for an inner source project, they will not talk about it out of fear of having to...
perform the work themselves.” Developer (product unit), case 1.

“If the inner source project is large, developers will avoid contributing out of fear of being sucked in and not being able to leave.” Mediator, case 3.

Specifically, it was assumed that developers might not contribute, because they fear requests for continued or follow-on work, including maintenance work:

“Most developers hate maintenance of important components because it makes them responsible for fixing high-priority bugs; this creates too much stress.” Developer (product unit), case 1.

“Some developers show passive resistance, because they fear inner source will add more work.” Developer (product unit), case 2.

Worries about continued maintenance work were particularly strong.

4.4.2 Problems with Product Unit Managers

For product unit managers, the worry was that they would not have enough budget flexibility and typically were focused too much on their own career, that is, lacked a greater-good perspective (for the overall business unit). Active psychological resistance was suspected because of two effects:

• Fear of transparency and loss of control and
• Fear of not meeting performance goals.

4.4.2.1 Fear of transparency and loss of control

The idea of exposing all project management artifacts from a road-map down to detailed task lists was frightening to some, since it suggests exposure to public scrutiny and follow-on critique—a serious problem in highly political organizations.

“Most managers dislike showing their planning documents widely; it might open them up for critique.” Manager (product unit), case 1.

Similarly, letting developers participate in inner source projects and not knowing in detail what they are doing suggests loss of control, another unpleasant feeling:

“Allowing developers to contribute to inner source projects may feel like losing control to some managers.” Developer (platform), case 1.

4.4.2.2 Fear of not meeting performance goals

Another perception was that by letting developers contribute to inner source, middle managers would lose resources and hence may not be able to meet their performance goals. Thus, some disallowed any such engagement, and when forced, tried to keep their best developers to themselves.

“Negotiations between managers to allow their developers to contribute to inner source can be time-consuming.” Manager (product unit), case 1.

“Managers may disallow contribution to inner source if they feel their own product is not benefiting enough.” Developer (platform), case 1.

“A typical middle manager will try to keep their good developers to themselves and only let their low-performing developers contribute to inner source.” Architect (product unit), case 2.

4.4.3 Summary of Experienced or Expected Problems

From a “greater good” perspective, the efficiency of the overall business unit, inner source makes imminent sense. However, for middle managers of the product units and the developers in the trenches, real problems stand in their way.

As to developers, like in open source, we can assume that some will take to inner source and some won’t. Some would like to build a company-wide reputation and further their career, while some would not.

As to middle managers, inner source initiatives are facing a tragedy of the commons problem. As others also observed [56], everyone wants to utilize the platform, but not everyone wants to contribute by letting developers work on inner source projects.

5. DISCUSSION OF FINDINGS

Our case study companies found it difficult to establish inner source projects; this article presents the reasons we found. The key problems are misaligned organizational incentives leading to local rather than global revenue optimization and psychological challenges of the involved middle managers and developers leading to the rejection of open collaborative behavior as necessary for inner source projects.

5.1 Organizational Challenges

We found that making product units profit centers leads to selfish behavior of middle managers worried about reaching their performance goals. Under such pressure, the relationship to the platform organization becomes more transactional rather than more relational: The platform is supposed to provide software for an agreed-upon specification for appropriate compensation.

However, formalizing the relationship and making it more transactional does not solve the underlying knowledge management problems: Understanding the requirements, implementing them properly, and knowing how to use the results are not capabilities that can be communicated well on paper. Some middle managers understood this, but they were not in the majority.

5.2 Psychological Challenges

Some middle managers and developers feared the transparency that inner source brought to their projects: They disliked that all across the organization other managers and developers could see their artifacts and how they were doing. Not wanting this, they resisted or were expected to resist inner source projects.

If we believe practitioner reports from large but comparatively young companies like Google and Facebook [58] [31], these psychological challenges may be a generational issue: Developers who have been exposed to open source during their education may find it easier to engage in open collaborative behavior than software developers to who open source still represents alien behavior. From this perspective, it may simply require time for inner source to establish itself.

5.3 Process Breakdown

The organizational and psychological challenges led to a domain engineering process in which most product units only
wanted to provide requirements but not be involved in their implementation. Given the consistent difficulties of such a hard separation, this behavior is surprising: Piling on more of what does not work is unlikely to help.

The consequence is increased hiring in product units for work that should be performed with and as part of the platform organization’s work rather than redundantly in the product units. This represents a suboptimal use of resources that we can only explain with our findings described above, that is, the misalignment of organizational incentives and the psychological challenges faced by middle managers and developers alike.

5.4 Proposed Solution

Our case study companies wanted to know how to overcome these problems. We realized that these mature organizations needed a more structured process than just a well-spirited call to arms to take up inner source. Thus, next to general recommendations like establishing a software forge [38] and getting the overall business unit owner to create proper incentives, we also made several specific suggestions.

First, we suggested to establish a formal inner source incubation process. In this process, every manager or developer can make a suggestion for a new reusable component. All suggestions are public and are discussed publicly. In regular intervals, a council of architects makes a decision as to which suggestion will be turned into a project. The resulting inner source project will be staffed from all affected product units as well as the platform organization.

Furthermore, borrowing from open source foundations [40], we recommended to establish something we called an “inner source foundation”, effectively a coaching organization like the Apache Software Foundation. This coaching organization has responsibility for the inner source process, but not the involved human resources. The inner source foundation helps inner source projects get instantiated and coaches them as to proper inner source practices.

5.5 Inner Source Governance

Our case study companies are now continuing their inner source efforts and it is too early to tell whether our recommendations have been beneficial to them. Our hypothesis remains that as long as open source does not come natural to these organizations, inner source will not come easy to them either. Until this has changed, we expect that organizations will need an explicitly governed process like the one we suggested to them.

6. RESEARCH LIMITATIONS

This research faces a number of possible limitations.

- **Interpretation.** We validated our work by gathering feedback from our case study companies after we finished the analysis. The responses showed clear agreement with our findings. However, such feedback may naturally suffer from conformity bias. To alleviate some of this, a second coder analyzed the available data and we achieved broad inter-coder agreement on the analysis results.
• **Linkage.** Our interviewees suggested that inner source will help solve their problems in platform-based product engineering. One may argue that these problems could be remedied through traditional domain engineering processes as well. We did not question the decision of our case study companies to focus on inner source rather than traditional engineering practices, which they had been working on for many years already.

• **Completeness.** We reached theoretical saturation after case 3, which may seem low. By then, interview partners were just repeating themselves and others. Beyond these three cases, we have been involved with other inner source initiatives. Those varied on several dimensions that made the three cases of this article homogeneous, so we didn’t try to include them.

• **Scope.** Our cases were chosen to investigate the homogeneous situation of successful mature platform-based product engineering without the problems of globally distributed software development. We do not know what geographical, temporal, and social diversity would do to our findings. Our findings only apply to co-located, culturally and socially homogeneous populations.

7. CONCLUSIONS

This article presents an analysis of three mature platform-based product engineering efforts. The companies behind the product groups expect that inner source, the cross-organizational unit collaboration on software projects based on open source best practices, will improve overall product engineering efficiency. Our analysis presents the key problems faced by these companies, the hopes they have for inner source, and the problems they experienced or expect in its adoption.

We find that setting up product units as profit centers and platform organizations as cost centers leads to under-staffing and socially homogeneous populations.

In future work, we intend to analyze to what extent our recommendations helped our case study companies achieve their goals. We also intend to perform more case study research expanding the scope of our current work to globally distributed software development, which we have not covered yet.
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